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Abstract
Deep learning models are often trained on distributed, web-
scale datasets crawled from the internet. In this paper, we
introduce two new dataset poisoning attacks that intentionally
introduce malicious examples to a model’s performance. Our
attacks are immediately practical and could, today, poison
10 popular datasets. Our first attack, split-view poisoning, ex-
ploits the mutable nature of internet content to ensure a dataset
annotator’s initial view of the dataset differs from the view
downloaded by subsequent clients. By exploiting specific in-
valid trust assumptions, we show how we could have poisoned
0.01% of the LAION-400M or COYO-700M datasets for just
$60 USD. Our second attack, frontrunning poisoning, targets
web-scale datasets that periodically snapshot crowd-sourced
content—such as Wikipedia—where an attacker only needs
a time-limited window to inject malicious examples. In light
of both attacks, we notify the maintainers of each affected
dataset and recommended several low-overhead defenses.

1 Introduction

Datasets used to train deep learning models have grown from
thousands of carefully-curated examples [20, 33, 41] to web-
scale datasets with billions of samples automatically crawled
from the internet [10, 48, 53, 57]. At this scale, it is infeasible
to manually curate and ensure the quality of each example.
This quantity-over-quality tradeoff has so far been deemed ac-
ceptable, both because modern neural networks are extremely
resilient to large amounts of label noise [55, 83], and because
training on noisy data can even improve model utility on
out-of-distribution data [50, 51].

While large deep learning models are resilient to random
noise, even minuscule amounts of adversarial noise in train-
ing sets (i.e., a poisoning attack [6]) suffices to introduce
targeted mistakes in model behavior [14, 15, 60, 76]. These
prior works argued that poisoning attacks on modern deep
learning models are practical due to the lack of human cura-
tion. Yet, despite the potential threat, to our knowledge no

real-world attacks involving poisoning of web-scale datasets
have occurred. One explanation is that prior research ignores
the question of how an adversary would ensure that their cor-
rupted data would be incorporated into a web-scale dataset.

In this paper, we introduce two novel poisoning attacks
that guarantee malicious examples will appear in web-scale
datasets used for training the largest machine learning models
in production today. Our attacks exploit critical weaknesses
in the current trust assumptions of web-scale datasets: due
to a combination of monetary, privacy, and legal restrictions,
many existing datasets are not published as static, standalone
artifacts. Instead, datasets either consist of an index of web
content that individual clients must crawl; or a periodic snap-
shot of web content that clients download. This allows an
attacker to know with certainty what web content to poison
(and, as we will show, even when to poison this content).

Our two attacks work as follows:

• Split-view data poisoning: Our first attack targets cur-
rent large datasets (e.g., LAION-400M) and exploits the
fact that the data seen by the dataset curator at collection
time might differ (significantly and arbitrarily) from the
data seen by the end-user at training time. This attack
is feasible due to a lack of (cryptographic) integrity pro-
tections: there is no guarantee that clients observe the
same data when they crawl a page as when the dataset
maintainer added it to the index.

• Frontrunning data poisoning: Our second attack ex-
ploits popular datasets that consists of periodical snap-
shots of user-generated content—e.g., Wikipedia snap-
shots. Here, if an attacker can precisely time malicious
modifications just prior to a snapshot for inclusion in a
web-scale dataset, they can front-run the collection pro-
cedure. This attack is feasible due to predictable snap-
shot schedules, latency in content moderation, and snap-
shot immutability: even if a content moderator detects
and reverts malicious modifications after-the-fact, the
attacker’s malicious content will persist in the snapshot
used for training deep learning models.
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We explore the feasibility of both of these attacks in prac-
tice on 10 popular web-scale datasets. We show these at-
tacks are practical and realistic even for a low-resourced at-
tacker: for just $60 USD, we could have poisoned 0.01% of
the LAION-400M or COYO-700M datasets in 2022.

To counteract these attacks, we propose two defenses:

• Integrity verification prevents split-view poisoning by
distributing cryptographic hashes for all indexed content,
thus ensuring that clients observe the same data as when
maintainers first indexed and annotated it.

• Timing-based defenses prevent frontrunning poisoning
by either randomizing the order in which data is snap-
shotted and introduced into web-scale datasets; or de-
laying content prior to its inclusion into a snapshot and
applying reversions from trusted moderators.

We discuss limitations of these defenses (e.g., in the case
of integrity checks, preventing benign modifications such as
re-encoding, re-sizing, or cropping images) and more robust,
future-looking solutions with fewer trust assumptions.

Responsible disclosure. We disclosed our results to the main-
tainers of each of the 10 datasets appearing in this study. Six
of these datasets now follow our recommended implementa-
tion for integrity checks. Additionally, we provided patches
to the most popular web-scale dataset downloader to support
integrity checks. Finally, we have notified Wikipedia about
the frontrunning vulnerability in their data collection process.

2 Background & Related Work

Our work builds on existing knowledge of the risk of poison-
ing web-scale datasets, but focuses on the practical exploit
vectors to launch such an attack. We outline why web-scale
datasets have become of critical importance, known security
risks of web-scale datasets, as well as auxiliary dataset quality
issues that stem from ingesting uncurated data into models.

Momentum towards uncurated datasets. Deep learning is
most effective when applied to large datasets [10, 30]. But
curating such datasets is expensive. Even without manual
labeling, the availability of training data has become a limiting
factor for further improving model utility. For example, the
scaling laws observed in the recent Chinchilla [27] language
model indicate that training a compute-optimal 500 billion
parameter model would require 11 trillion tokens of training
data—over 10× more data than is currently used to train
models of this size [19]. To drastically scale dataset sizes, it
has become common to scrape data from a wider and wider
range of untrusted and uncurated web sources.

Security risk of poisoning attacks. Uncurated training
datasets are prime targets for poisoning attacks [6]. For exam-
ple, an adversary could modify the training dataset (“poison-
ing” it) so that some targeted example will be misclassified

by models trained on this dataset. Early poisoning attacks
were designed to target fully-supervised classifiers [18,24,64]
trained on curated datasets. These attacks often aim to be
“stealthy”, by altering data points in a manner indiscernible
to human annotators [74]. Attacks on uncurated datasets do
not require this strong property. Recent work [14, 15] shows
that arbitrarily poisoning only 0.001% of uncurated web-scale
training datasets is sufficient to induce targeted model mis-
takes, or plant model “backdoors” [18, 24].

It is thus known that if an adversary were somehow able to
poison a fraction of a web-scale dataset, then they could cause
significant harm. However, it is not well understood how an
adversary could place their poisoned samples in any common
training dataset without guessing beforehand which parts of
the web will be collected. This paper answers that question.

Auxiliary risks related to data quality. Spending time and
effort to curate datasets has benefits besides security. Possibly
most important among these is that uncurated data has seri-
ous implications for fairness, bias, and ethics [8, 50, 77]. For
example, Birhane et al. [7] note that LAION-400M has “trou-
blesome and explicit images and text pairs of rape, pornog-
raphy, malign stereotypes, racist and ethnic slurs, and other
extremely problematic content”. Many language datasets also
contain similarly harmful “hate speech and sexually explicit
content, even after filtering” [40].

Dataset curation is not a perfect solution to these problems.
Birhane et al. [7] note, “without careful contextual analysis,
filtering mechanisms are likely to censor and erase marginal-
ized experiences”. Any filtering approaches that selectively
remove some data sources over others should carefully con-
sider not only the security implications of doing this, but also
other more general data quality metrics.

3 Threat Model & Attack Scenarios

Before presenting the implementation details of our attacks,
we introduce key terminology, our threat model, and a high-
level description of the intuition behind our two attacks.

3.1 Terminology

Because it is infeasible to distribute web-scale datasets as
standalone artifacts (due to the dataset size or regulatory con-
cerns), current training datasets fall into one of two categories.

In the first category, a maintainer generates a set of N tu-
ples {(urli,ci)}N

i=1 consisting of a resource identifier urli and
auxiliary data ci (typically a label). We let ti denote the time at
which the i-th sample was originally collected. Critically, the
maintainer does not provide a snapshot of the data associated
with urli, due either to untenable storage costs [3,4,17,31], pri-
vacy concerns [13, 72], or copyright limitations [16]. As such,
we refer to these as distributed datasets. One example is the
LAION-5B dataset [57] which consists of five billion tuples of
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image URLs and corresponding text captions—corresponding
to several hundred terabytes of data.

In the second category of datasets, a curator produces a
snapshot of a dataset {xi}N

i=1, where each sample xi is drawn
from a set of URLs {urli}N

i=1 at time ti, and then makes this
snapshot publicly available. Because data served by these
URLs changes over time, the curator will frequently (e.g.,
monthly) re-collect a dataset snapshot so that users have an
up-to-date view of the data. We refer to these as centralized
datasets. For example, both Wikipedia and Common Crawl
regularly produce snapshots of their entire database. This
simplifies access for people training large models, while also
discouraging researchers from re-scraping the database di-
rectly.

Once one of these two types of datasets has been published,
a client (e.g., a researcher or applied practitioner) downloads
a local copy of the training dataset D , either by crawling each
URL for decentralized datasets {(urli,ci)}N

i=1 at a future time
t ′i > ti, or by downloading the centralized dataset {xi}N

i=1. In
practice, clients often use a downloader tool developed and
maintained by a third party.

3.2 Threat Model

We assume the existence of a relatively unskilled, low-
resource adversary who can tamper with the contents of a
small number of URLs {urli}N

i=1 at some point in time t̂i,
such that when a client or curator accesses resource i at a
future time t ′i > t̂i, they receive a modified (poisoned) dataset
D ′ 6= D. The difference between the poisoned and intended
datasets must be sufficiently large such that a model f trained
on D ′ will produce poisoned results for some desired input.
We let Sadv ⊂ {urli}N

i=1 denote the set of URLs an adversary
can modify.

We assume the adversary has no specialized or insider
knowledge about the curator, downloader, or maintainer other
than knowledge of the set of URLs {urli}N

i=1 used to generate
D (this information is published by the dataset maintainer
or curator). We further assume all maintainers, curators and
downloaders behave honestly and do not assist the adversary
in any way. As such, the adversary has no control over the
auxiliary data ci (e.g., supervised labels or text descriptions),
nor can they add or remove any URLs from the training data
that will be crawled by a client or curator.

We make two critical (yet realistic) assumptions that enable
our attacks. For distributed datasets, we assume that clients do
not compare the cryptographic integrity of the local dataset
copy D ′ that they downloaded, with the original dataset D
indexed by the maintainer. For centralized datasets, we as-
sume that it takes the curator at least some time ∆ to detect
malicious changes to the content hosted at any URL urli in
the dataset (e.g., for Wikipedia, ∆ is the time it takes to revert
a malicious edit). Thus, the curator cannot detect that urli
hosts poisoned content if the attacker poisoned the content

at any time ti−∆≤ t̂i ≤ ti, where ti is the time at which the
content of urli is included in the dataset snapshot. As we will
show, these assumptions holds true for nearly all modern web-
scale datasets. We discuss (in Section 6) how invalidating
these assumptions—via cryptographic integrity checks and
randomized crawling—can mitigate the attacks we describe.

3.3 Attack Scenarios
We propose two attack strategies for poisoning recent web-
scale datasets. In the subsequent sections we demonstrate the
efficacy of these attacks in practice on real-world datasets,
and describe the ethical safeguards we followed to minimize
harm. We focus our attacks on mechanisms that are unique
to our study of dataset poisoning. Other potential security
vulnerabilities (e.g., the ability of an adversary to interfere
with unencrypted network requests from clients, or to exploit
website vulnerabilities to inject new content) are out of scope
and would only improve our attack success rates.

Split-view poisoning. Our first attack exploits the fact that
while the index of a distributed dataset published by a main-
tainer cannot be modified, the content of URLs in the dataset
can.1 This allows an adversary who can exert sustained con-
trol over a web resource indexed by the dataset to poison the
resulting collected dataset collected by the end-user.

The specific vulnerability we exploit in our attack results
from a fairly simple observation: just because a web page
hosted benign content when the dataset was initially collected,
this does not mean the same page is currently hosting benign
content. In particular, domain names occasionally expire—
and when they do, anyone can buy them. We show that domain
name expiration is exceptionally common in large datasets.
The adversary does not need to know the exact time at which
clients will download the resource in the future: by owning
the domain the adversary guarantees that any future download
will collect poisoned data.

We note that attackers already routinely buy expired do-
mains to hijack the residual trust attached with these do-
mains [35,39,67]. Attackers have in the past targeted residual
trust to defunct banking domains [44] and imported JavaScript
libraries [47] to serve malware or steal user data, to take over
email addresses associated with the domain [56], to control au-
thoritative nameservers [39], or simply to serve ads [36]. Here,
we abuse residual trust to poison distributed datasets. While
more sophisticated attacks may accomplish the same goal—
such as exploiting a website, coercing a website’s owner to
modify content, or modifying unencrypted network traffic
in flight—we focus on the natural phenomenon of domain
expiration in this work.

To select domains to purchase, the adversary can either pri-
oritize cheap domains that host multiple URLs in the dataset

1Put differently, there is an important difference between the C types
“int const *” (how practitioners often treat these URL-based datasets) and
“int * const” (what the dataset actually provides).
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(minimizing the cost per poisoned URL), or domains that
host content with specific auxiliary data ci (recall that the
adversary cannot modify the auxiliary data contained in the
distributed dataset index). We show that split-view poison-
ing is effective in practice, as the index of most web-scale
datasets remain unchanged long after their first publication,
even after a significant fraction of the data goes stale. And
critically, very few (and no modern) datasets include any form
of cryptographic integrity check of the downloaded content.

Frontrunning poisoning. Our second attack extends the
scope of split-view poisoning to the settings where an ad-
versary does not have sustained control over web resources
indexed by the dataset. Instead, the adversary can only mod-
ify web content for a short time period (e.g., a few minutes)
before the malicious modification is detected.

This setting is common for datasets that aggregate content
published on crowdsourced web pages, such as on Wikipedia.
Indeed, it is easy to temporarily edit Wikipedia to vandalize its
contents [63, 69]. A naive adversary might thus poison some
Wikipedia content at arbitrary times and hope that a dataset
curator will scrape the poisoned pages before the malicious
edits are reverted. However, Wikipedia vandalism is reverted
in a few minutes on average [80], so any randomly-timed
malicious edits are unlikely to affect a dataset collection.

Our frontrunning attack relies on the fact that an adver-
sary can, in some cases, predict exactly when a web resource
will be accessed for inclusion in a dataset snapshot. As a re-
sult, the adversary can poison dataset contents just prior to a
curator collecting a snapshot, thereby frontrunning content
moderators who will later revert the malicious edits. We will
show that frontrunning attacks are particularly effective for
Wikipedia datasets, because the official Wikipedia snapshot
procedure accesses articles in a predictable—and well docu-
mented2—linear sequence. An attacker can thus predict the
snapshot time ti of any Wikipedia article down to the minute.

4 Split-View Data Poisoning

We now begin our evaluation starting with split-view data
poisoning attacks, where an attacker poisons a distributed
dataset by purchasing and modifying expired domains.

4.1 Our Attack: Purchasing Expired Domains

While split-view poisoning is applicable to any distributed
dataset, we focus on multimodal image-text datasets. In such
datasets, each URL points to an image hosted by some data
provider, and the auxiliary data contains a textual descrip-
tion of the image, e.g., an annotated class label or a caption
extracted from the web page.

2https://en.wikipedia.org/w/index.php?title=Wikipedia:
Database_download&oldid=1138465486

Our attack exploits the fact that the Domain Name System
(DNS) does not assign permanent ownership of any domain
to a particular person or organization, but rather grants short
(yearly) “leases” that must be frequently renewed. Thus, do-
main names continuously expire over time—intentionally or
not—when the re-registration fees are not paid.

When the domain that hosts an image in a distributed
dataset expires, anyone can pay to take ownership over this
domain and thereby gain the ability to return arbitrary con-
tent when the indexed image is later downloaded by a victim
client. Split-view poisoning abuses the residual trust inherent
in an expired domain, as in traditional domain hijacking at-
tacks [39]. We find that for many popular distributed datasets,
domains are included with relatively lax quality-assurance
measures (if any), and thus domains with no special status
that have been expired for months can freely be acquired to
control a modest fraction of the entire dataset.

In this section we study to what extent it is possible to poi-
son datasets by purchasing expired domains. We first quantify
the fraction of domains that are expired in popular distributed
datasets (§ 4.2), then measure the frequency at which these
datasets are scraped (§ 4.3), verify this attack is not currently
exploited in the wild (§ 4.4) and finally study the attack’s
potential down-stream impact (§ 4.5).

4.2 Quantifying the Attack Surface
Table 1 lists ten recent datasets we study in this paper that are
vulnerable to split-view poisoning. The three oldest datasets
(PubFig, FaceScrub, and VGG Face) are datasets of faces and
associate each image with the identity of a single person (most
often a popular celebrity). The remaining seven datasets are
multimodal datasets containing URLs that point to images,
along with textual captions automatically extracted from the
HTML of the webpage. As such, for these datasets, the image
can be modified by the owner of the corresponding domain,
but the image’s caption is fixed in the dataset index.

To measure the fraction of images that could be potentially
poisoned, we count the number of images hosted on domains
that are expired and buyable. We say that a domain is expired
if the DNS record for that domain does not exist. To measure
this, we perform an nslookup on every domain name in the
dataset from two geographically distinct data-centers in May
2022 and August 2022 and report the domain as expired if all
four lookups result in a NXDOMAIN response.

We further call a domain buyable if it is expired, and if at
least one domain name registrar listed the domain as explicitly
for sale by the registrar3 in August 2022. Instead of counting
the total fraction of data that is buyable (which would repre-
sent a financially unconstrained adversary), Table 1 reports
the fraction of images in the dataset from domains that can be

3Some registrars list domains as for sale even if they are actually owned
by a squatter. We exclude these domains from our set of buyable domains
because purchasing these domains is often an expensive and lengthy process.
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Size Release Cryptographic Data from Data buyable Downloads
Dataset name (×106) date hash? expired domains for $10K USD per month

LAION-2B-en [57] 2323 2022 7† 0.29% ≥ 0.02% ≥7
LAION-2B-multi [57] 2266 2022 7† 0.55% ≥ 0.03% ≥4
LAION-1B-nolang [57] 1272 2022 7† 0.37% ≥ 0.03% ≥2
COYO-700M [11] 747 2022 7‡ 1.51% ≥ 0.15% ≥5
LAION-400M [58] 408 2021 7 0.71% ≥ 0.06% ≥10
Conceptual 12M [16] 12 2021 7 1.19% ≥ 0.15% ≥33
CC-3M [65] 3 2018 7 1.04% ≥ 0.11% ≥29
VGG Face [49] 2.6 2015 7 3.70% ≥ 0.23% ≥3
FaceScrub [46] 0.10 2014 3§ 4.51% ≥ 0.79% ≥7
PubFig [34] 0.06 2010 3§∗ 6.48% ≥ 0.48% ≥15

Table 1: All recently-published large datasets are vulnerable to split-view poisoning attacks. We have disclosed
this vulnerability to the maintainers of affected datasets. All datasets have > 0.01% of data purchaseable (in 2022),
far exceeding the poisoning thresholds required in prior work [14]. Each of these datasets is regularly downloaded,
with each download prior to our disclosure being vulnerable.

† LAION-5B released a “joined” version of this dataset with a cryptographic hash over the text of the URL and Caption (not the contents of the
URL), and as such does not protect the integrity of the actual image.

‡ COYO-700M images are distributed with pHash [32] which validates benign image changes, but is not adversarially robust [29].
§ FaceScrub and PubFig contain cryptographic hashes, but the dataset maintainers do not provide an official downloader client that verifies

these. We find that nearly all third-party downloaders for these datasets ignore hashes.
∗ PubFig was initially released without hashes, but hashes were later added in Version 1.2 of the dataset.

purchased for a total cost of $10,000 USD. (Figure 1 plots the
fraction of datasets that can be purchased as a function of total
cost.) To compute this, we sort domains in decreasing order of
“images per dollar”: the number of images the domain hosts
divided by the cost to purchase this domain.

Overall, we see that an adversary with a modest budget
could purchase control over at least 0.02%–0.79% of the im-
ages for each of the 10 datasets we study. This is sufficient
to launch existing poisoning attacks on uncurated datasets,
which often require poisoning just 0.01% of the data [15].4

We also find that there is a direct relationship between the
age of a dataset and how easy it is to poison. Older datasets
are more likely to contain expired domains, and therefore an
adversary can purchase a larger fraction of the dataset.

Datasets are vulnerable from day zero. One limitation of
our above analysis is that we have measured the fraction of
datasets vulnerable to poisoning in August 2022, but many of
these datasets were constructed years earlier. It is therefore
likely that many people who use these datasets would have
already downloaded them at an earlier date, and thus may not
have been vulnerable to our poisoning attack (although we
will show in the following section that fresh downloads of
each of these datasets remain frequent today).

Fortunately, the COYO-700M dataset was released during
the writing of this research paper, on 30 August 2022. On
that same day, we computed the fraction of the dataset that

4Carlini & Terzis [15] assume the adversary can modify images and their
captions, whereas our adversary only controls images. In § 4.5, we show
modifying captions is unnecessary for a successful poisoning attack.

was vulnerable to our poisoning attack and found that already
0.15% of the images were hosted on expired domains that
cost fewer than $10,000 USD to purchase. The reason that
the number of expired domains is not zero on release is that
building these large datasets is a time-consuming and expen-
sive procedure. And so even though the COYO-700M index
was released in August 2022, it took nearly a year to collect
the dataset [11], giving ample time for the earliest scraped
domains to have expired before the dataset was released.

Measuring the attack cost. The most immediate question
is if this attack can be realized in practice. The primary con-
straint of our attack is the monetary cost of purchasing do-
mains, which we measure using the costs reported by Google
Domains in August 2022. In Figure 1 we show the fraction of
images in a dataset that can be controlled by the attacker as a
function of their budget. We find that at least 0.01% of each
dataset can be controlled for less that $60 USD per year.

4.3 Measuring the Attack Impact

Our attacks are “retroactive” in the sense that we can poison a
dataset after it has been initially constructed by the curators—
but the impact is limited to those who download it after we
take over the domains. And given that it has been several
years since many of these datasets were initially constructed,
it is not obvious that anyone would still download them by
scrapping URLs instead of reusing a previously downloaded
version of the dataset. As a result, in order to measure the
potential impact of a split-view poisoning attack it is necessary
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Figure 1: It often costs≤ $60 USD to control at least 0.01%
of the data. Costs are measured by purchasing domains in
order of lowest cost per image first.

to study the rate at which these datasets are actually still being
actively downloaded by researchers and practitioners today.

Methodology. We measure the rate at which each of these
distributed datasets are downloaded from the internet by pur-
chasing multiple expired domains from each of the 10 listed
datasets, and passively monitoring requests to measure the
rate at which URLs corresponding to images from the dis-
tributed datasets are being downloaded.

For each dataset, we purchase the three most popular ex-
pired and buyable domains (that is, the domains available for
purchase that hosted the most images), and three randomly
selected domains that were available for purchase. We wrote
a simple server to log all incoming HTTP and HTTPS5 re-
quests, including the access time, a hash of the IP address,
the full URL being requested, and any additional headers
provided. This allowed us to count the frequency at which
these datasets are still downloaded. We ran this server for six
months beginning in August 2022.

Analysis approach. Our server received approximately 15
million requests per month during our study, a rate of 6 re-
quests every second. However from here it becomes necessary
to separate the requests that were actually intending to down-
load images from one of these datasets, from requests that
come from other internet users or web crawlers.

To begin our analysis, we make a (significant) simplifying
assumption that anyone downloading one of these datasets
does so from a single IP address. We may thus underestimate
the true rate at which each dataset is downloaded. We then say
that a particular IP address X downloads a dataset D at time
[T0,T1] if we meet both a precision and recall requirement:

1. Recall: Within the time range [T0,T1], the IP address
X downloads at least 90% of the URLs contained in D

5To also monitor HTTPS traffic we obtained certificates from LetsEncrypt
for each of our domains.

under our control, including at least one URL from each
of the 6 domains we own for that dataset.

2. Precision: At least 50% of the requests issued by X
within this time range to the domains we control are to
URLs in D.

These conditions are conservative, but ensure we filter out
web crawlers and other mass internet scrapers because these
are likely to crawl other URLs from this domain (violating the
precision constraint) or not crawl the majority of the URLs
from the dataset (violating the recall constraint). Additionally,
because we own six domains per dataset it is exceptionally
unlikely that, by random chance alone, one particular IP will
request URLs from each of these six otherwise-unrelated
domains. (In fact, we find that even checking 3 of these URLs
would give almost identical precision.) As a point of reference,
for the CC-3M dataset, we received 51,000 image requests
per month from a total of 2401 unique IPs. By applying the
precision constraint alone, we reduce this to 2007 unique IPs
and 43,000 image requests; by applying the recall constraint
alone we get 70 unique IPs and 32,000 image requests; and
both together yields a further reduction of 64 unique IPs and
28,000 image requests (per month).

4.3.1 Results

We report our results in the rightmost column of Table 1. Even
the oldest and least frequently accessed datasets still had at
least 3 downloads per month. Thus, over the six months we
tracked data, there were over 800 downloads that we could
have poisoned with our attack. Unsurprisingly, we found that
newer datasets are requested more often than older datasets.
Different datasets thus offer different tradeoffs for attackers:
newer datasets have a smaller fraction of purchasable images,
but an attack can reach many more vulnerable clients.

We observe that the largest billion-image datasets are down-
loaded significantly less often than smaller recent datasets.
We found that the reason for this is that these datasets are
rarely downloaded in their entirety; instead, they serve as an
upstream source for smaller subsets. For example, the Public
Multimodal Dataset (PMD) [66] and LAION-Aesthetics [59]
datasets consist almost entirely of images drawn from LAION-
2B-en. Sub-datasets like this explain why sometimes we see
IP addresses with very high precision but low recall.

Visualizing dataset crawlers. Using our log files, we can
visualize the ways in which dataset downloaders access these
datasets by plotting URL requests as a function of time. We
order the set of URLs we bought for each dataset according to
their order in the original dataset index. In this way, crawlers
that process the dataset index linearly should appear (roughly)
as a linear line in our plot of URL requests over time. To
improve clarity, we assign each unique IP that accesses our
server a separate random color.
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Figure 2: Visualization of users downloading Conceptual
12M. By monitoring which URLs are requested from the
domains we purchased, we plot every time a URL is requested
over time, color coded by the source IP, and can directly read
off several dozen users crawling Conceptual 12M. Appendix
Figure 8 compares various filtering approaches.

We show this plot for the Conceptual 12M dataset in Fig-
ure 2. We can find several trends in this data. First, most users
who download this dataset do so in a linear order from the
first to the last URL. However, the rate at which URLs are
accessed is highly variable: some downloaders crawl the en-
tire dataset in a few hours, while others take several weeks to
download the same dataset. We also observe some users that
batch the data into chunks and download each chunk in paral-
lel, as well as users that pause their download momentarily
and then resume a few hours later (on a different IP).

While our strict precision and recall requirements already
give strong evidence that the IP addresses we logged were
indeed downloading the dataset, the linear ordering of URL
requests from these addresses all but confirms this. Indeed,
because the ordering of URLs in the dataset index is random
(instead of, say, alphabetical), a dataset download appears to
be the only explanation for why the URLs would be linearly
accessed in this particular order.

User-agent verification. The most popular user agent6 is re-
sponsible for 77% of the traffic to our domains. This user
agent is hardcoded7 in img2dataset tool [5], a popular
dataset crawler. Given the browser involved is Firefox 72–
which was superseded in February 2020–it is highly likely
that most of the requests indeed originate from img2dataset.

Ethical considerations. We do not actually poison any
datasets. For all URLs we own, we return a 404 Not Found
response; so from the perspective of a dataset downloader our
purchasing of the domain is completely transparent. We fur-
ther place a robots.txt file to prevent typical web-scrapers

6Mozilla/5.0 (X11; Ubuntu; Linux x86_64; rv:72.0)
Gecko/20100101 Firefox/72.0

7https://github.com/rom1504/img2dataset/blob/fc3fb2e/
img2dataset/downloader.py#L41

from crawling our domains—this is unlikely to impact dataset
downloads since dataset crawlers ignore this file. Finally, a
request to the root domain returns a 403 Forbidden with a
response body explaining that this domain is part of a research
study. In this response we list a contact email address and
also offer to return this domain to the original owner in case
it was allowed to expire accidentally. We have not received
any contact on this address. Appendix E contains the text of
our landing web page.

Our data collection is minimally invasive. When searching
for expired domains, we limit our DNS requests to 500/second,
we only ask for the cost of purchasing the top-10,000 domains
in each dataset, and only eventually purchase six.

This research study was deemed “exempt” by the ETH
Zurich IRB. Google does not have an IRB, but the research
plan was reviewed by experts at Google in areas including
ethics, human subjects research, policy, legal, security, privacy,
and anti-abuse.

4.4 Is This Attack Exploited in the Wild?

Given that this attack vector has existed for years against
many datasets, and is easy to execute, it is not implausible
that someone would have carried out such a poisoning attack
in the past. Yet, we could not find any evidence of this.

We search for a signature of a domain-purchasing attack
by looking for domains that (1) host images that have been
modified since the initial dataset release and (2) have changed
ownership since the initial dataset release. To detect image
changes, we can either check if images are perceptually simi-
lar to the originals (via, e.g., CLIP embeddings [52]) or exactly
identical (via a cryptographic hash). Comparing images with
cryptographic hashes has no false-negatives (i.e., any change
is detected) but gives false-positives for “benign” changes,
e.g., if a domain re-encodes or resizes its images. In contrast,
a perceptual hash has fewer false-positives but can have false-
negatives if an adversary buys a domain and modifies images
while preserving the perceptual hash (which is not collision-
resistant). Finally, to detect if a domain changed ownership,
we request the whois record and check the last purchase date.

Results. We perform our initial analysis on CC3M, a dataset
where we have the original raw images as ground truth.
Among all domains hosting more than 10 images, we find just
one domain has our attack signature when comparing with
perceptual image similarity. Upon further investigation, we
find that this domain has been purchased by a domain squat-
ter and any request to an image file on the domain return an
advertisement. If we instead compare cryptographic hashes
of images, we find the same domain squatter and also two
other domains that have been repurchased. However, further
investigation reveals the ownership of these domains has not
changed and the DNS record simply lapsed, and images were
re-encoded.
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We also conduct this same analysis on LAION-400M. Here
we study three versions of the data: at original release (2021-
11), and our own downloads at two later dates (2022-04 and
2022-08). We find no domain with such a signature in LAION-
400M, and thus have no evidence at present that this attack
would have been exploited against this dataset. Because we
only have the original CLIP embeddings for this dataset (the
original raw bytes were not saved), we only perform this
comparison. We find that by the first and second snapshot
respectively, there are 4.1M and 4.2M unique domains (of
5.6M) that host at least one modified image—in total, we
found 175M and 183M modified images, respectively. We
measured this using a CLIP cosine similarity < 0.99. We
randomly sample a few thousand domains including the 700
with the most modified images. We find many cases where
domains are still owned by the original owner, are currently
for sale, or have been redacted, but none appear malicious.

4.5 Putting It All Together
Prior work [15] has successfully poisoned multimodal models
contrastively trained on datasets of 3 million images, under the
assumption the adversary can arbitrarily control the label of
manipulated images. However, in this paper we study datasets
over 100× larger, and assume an adversary with no control
over the text captions. Are poisoning attacks effective with
these two changes?

We find they are. We consider two poisoning attack ob-
jectives: (1) cause a particular image to be misclassified as
some target label from ImageNet, and (2) cause a particu-
lar image to be classified as NSFW by the Stable Diffusion
Safety Filter [54]. For each of these attack objectives, we first
identify appropriate text captions in LAION 400M for which
the corresponding image domains can be purchased for a total
of $1,000 USD. Then, we locally replace these images with
poisoned samples to simulate the effect of an attack, without
any potential to cause harm to others.

Specifically, we train one OpenCLIP [28] model using a
ViT-B-32 architecture for 32 epochs, at a batch size of 3072
on 16 A100 GPUs. For our object-misclassification objective,
we choose ten ImageNet classes that appeared in multiple text
captions of images we can control. When we poison 1,000
images (0.00025% of the total dataset) our attack has a success
rate of 60% in flipping the model’s zero-shot classification of
the targeted image. For our NSFW objective, we find captions
corresponding to images (from buyable domains) labeled as
UNSAFE in the LAION 400M dataset index. Again at 1,000
poisoned samples, our attack has a success rate of above 90%.
More details about this experiment are in Appendix D.

5 Frontrunning Poisoning

Our second attack removes the assumption that the adversary
has sustained control over the web data in a training set. To do

this we make a new assumption: that we can predict precisely
when the web content will be downloaded. We will investigate
this attack on Wikipedia-derived datasets, but also discuss
how similar vulnerabilities may exist in the Common Crawl
dataset in Appendix B.

5.1 Our Attack: Editing Wikipedia

Wikipedia is a crowdsourced encyclopedia. This makes it
one of the most comprehensive and reliable datasets available
on the internet [79]. As a result of its quality and diversity,
Wikipedia is frequently sourced for ML training data. Indeed,
many language modelling datasets heavily rely on the English
Wikipedia, e.g., it formed over 75% of the words in the BERT
training set [21], 1.5% of the Pile dataset [23], and the entirety
of the WikiText dataset [43]. Many task-specific datasets also
rely on the English Wikipedia: e.g., the WikiQA [81] question
answering dataset (30,000+ downloads), and the WikiBio [38]
biography writing dataset (19,000+ downloads). Finally, some
of the distributed datasets discussed in Section 4 index many
images from Wikipedia articles.

Because Wikipedia is a live resource that anyone can edit,
an attacker can poison a training set sourced from Wikipedia
by making malicious edits. Deliberate malicious edits (or
“vandalism”) are not uncommon on Wikipedia, but are often
manually reverted within a few minutes [80]. As a result,
actually poisoning Wikipedia appears challenging: unlike
the attacks in our prior section, an adversary cannot exert
sustained control of any particular page and would thus have
to hope that their malicious edit is timed just perfectly to
affect a dataset download before being reverted.

However, we make one key observation that will guaran-
tee the success of our poisoning attack: Wikipedia-derived
datasets are not themselves live, but rather a collection of
static snapshots. This is because Wikipedia forbids using web
crawlers to scrape the live website. Instead, Wikipedia makes
available regular “dumps” (or snapshots) of the entire ency-
clopedia. Thus, training datasets sourced from Wikipedia use
these snapshots instead of data crawled directly from the site.
For example, the authors of the BERT model [21] explicitly
recommend “to download the latest [Wikipedia] dump” to
reproduce their results.

This makes it possible to mount what we call a frontrun-
ning attack. An attacker who can predict when a Wikipedia
page will be scraped for inclusion in the next snapshot can
perform poisoning immediately prior to scraping. Even if the
edit is quickly reverted on the live page, the snapshot will con-
tain the malicious content—forever. The attentive reader may
argue we have not gained much: instead of having to predict
the time at which Wikipedia is crawled by the end-user to
produce a training set, the attacker has to predict the time at
which Wikipedia is crawled to produce an official snapshot.
But as we will see, the latter is actually easy.

In this section, we explore how an adversary can time mali-
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Figure 3: An adversary can easily predict when any given
Wikipedia article will be snapshot for inclusion in the bi-
monthly dump. We visualize edits around the June 1st, 2022
Wikipedia snapshot. Each point corresponds to an edit made
to a Wikipedia article, with the article ID on the X axis and
time (in seconds) that the edit was made on the Y axis. Edit
points colored blue were included in the snapshot, and edits
colored orange were not included. The “sawtooth” pattern
exhibited in the plot indicates a trend where multiple paral-
lel jobs crawl Wikipedia articles sequentially to construct the
snapshot. Furthermore, these parallel jobs run almost perfectly
linearly through their allocated pages.

cious edits to guarantee successful poisoning of a Wikipedia
snapshot. To this end, we need to answer two questions:

1. How accurately can we predict the time at which a page
is scraped for inclusion in a Wikipedia snapshot?

2. How quickly do malicious edits get reverted?

5.2 Predicting Checkpoint Times
Wikipedia produces snapshots using a deterministic, well-
documented protocol (with details that are easy to reverse-
engineer through inspection). This makes it possible to predict
snapshot times of individual articles with high accuracy.

5.2.1 How Wikipedia Snapshots Work

English Wikipedia is archived on the 1st and 20th of each
month. The snapshot is produced by n parallel workers; all
Wikipedia articles are ordered sequentially by their ID and
split into n chunks, and each worker independently and lin-
early scrapes all articles in their chunk.

Due to Wikipedia’s size, the whole process takes nearly
a day to complete. Different articles thus get scraped at sig-
nificantly different wall-clock times. As a result an edit at
time ti for one article may be excluded from the snapshot,
while an edit at time t j > ti for a different article might be
included. Figure 3 visualizes this “sawtooth” effect: there are
many edits (in blue) that are included in the June 1st dump

that were made before (i.e., below) a different edit that was
not included (in orange).

For a frontrunning attack to succeed, it is thus not sufficient
to just predict the time at which the snapshot procedure begins.
The attacker also needs to predict the precise time at which
each individual page is scraped.

5.2.2 Exploiting Rolling Snapshots

To precisely predict each article’s scrape time, the attacker
can exploit consistencies in Wikipedia’s snapshot process.

First, the adversary knows precisely when each dump starts,
because Wikimedia explicitly makes this information avail-
able by publishing live statistics on ongoing snapshots.8

Second, the rate at which articles are crawled in a dump
remains nearly consistent across dumps, and can thus be ap-
proximated from prior dumps (interestingly, crawls tend to
speed up slightly over time).

With these two pieces of information, the attacker can pre-
cisely predict when any given article will be crawled. For
an article i, we denote the time at which it is crawled for
the current snapshot as ti and its crawl time in the previous
snapshot as ti,prev. We denote the start time of the current and
previous snapshots (as reported by Wikimedia) as t0 and t0,prev
respectively. Due to our first observation above, the attacker
knows t0 and t0,prev. Due to our second observation, we have
that ti− t0 ≈ ti,prev− t0,prev. This allows us to estimate the
snapshot time of the i-th article as ti ≈ t0 +(ti,prev− t0,prev).
But calculating this requires knowledge of ti,prev—the time at
which the i-th article was crawled in the previous snapshot.
We now discuss how to retroactively estimate this.

5.2.3 Determining the Article Snapshot Time

Wikipedia snapshots do not explicitly list the snapshot time
for each article. But Wikipedia does give some auxiliary in-
formation: a complete list of edits with the precise time every
edit is made. We show how this information can be used to
retroactively estimate an article’s snapshot time.

Recall from Figure 3 that for each article we can find the
list of edits that were included in the current snapshot (blue
points), with later edits appearing in the next snapshot (or-
ange points). For each article, we thus know that the snapshot
time ti was somewhere between the times of the article’s last
included edit (top-most blue point) and the first non-included
edit (bottom-most orange point). However, this interval is
loose: the time between these edits is often several days.

To refine our estimate of the snapshot time for each article,
we can again exploit the consistency present in the Wikipedia
crawling process. We observe that articles are processed se-
quentially: by zooming in to just a single crawling job as
shown in Figure 3, we see that articles are crawled sequen-
tially, and a clear line separates the last-included and first-

8On https://dumps.wikimedia.org/backup-index.html
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Figure 4: We can obtain tight estimates on the time at which
each article is snapshot. The green and orange lines show the
interval [t low

i,prev, t
high
i,prev] for a range of articles from the English

Wikipedia. On average, our predictions (blue line) are 27
minutes from the furthest interval boundary.

not-included edits of each article. That is, for articles i and
j processed in the same job, we have that ti < t j if i < j. We
can thus tighten our interval around each article’s edit time
by continually tracking the most recent edit made before the
snapshot (for each article, this is the top-most blue edit made
on an earlier article in that job), as well as the earliest edit
among all subsequent articles in the job that was not included
in the snapshot. We visualize this in Figure 4. For each article
in the previous snapshot, we can thus obtain a time interval
[t low

i,prev, t
high
i,prev] that contains the true (but unknown) snapshot

time ti,prev. By our construction outlined above, we guarantee
that the lower and upper limits of these intervals monotoni-
cally increase for all articles in a job (see Figure 4).

To produce an estimate t̂i,prev for each article’s previous
snapshot time, we compute a best linear fit for the snapshot
intervals of all articles processed by a single thread, as il-
lustrated in Figure 4. This lets us predict the article’s next
snapshot time as t̂i ≈ t0 +(t̂i,prev− t0,prev).

5.2.4 Evaluating our Predictions

We now evaluate our procedure for estimating article snapshot
times. Ideally, we would directly compare our predicted snap-
shot times t̂i with the true snapshot time of the i-th article. But
we do not know the ground truth, except up to some interval
[t low

i , thigh
i ] which we can compute a posteriori as described

above. We thus proceed in two steps.
First, we show that our linear fit to estimate the previous

snapshot time t̂i,prev is accurate. For this we measure the max-
imum absolute error between the predicted time t̂i,prev, and
the unknown ground truth in the interval [t low

i,prev, t
high
i,prev]. This

provides an upper bound on the true estimation error. We find
that the estimation error is bounded by 27 minutes on average.
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Figure 5: Distribution of Wikipedia checkpoint time predic-
tion errors. Most predicted checkpoint times are within 30
minutes of our constructed ground truth. In general, we pre-
dict edits too early, so it is important to later adjust for this
bias, as we will discuss in Section 5.4.

Second, we evaluate the accuracy of the extrapolation of
our predictions from one snapshot to the next. That is, we
evaluate how close our a priori predicted snapshot time t̂i :=
t0+(t̂i,prev− t0,prev) is to the snapshot time that we could have
estimated a posteriori using the linear fit described above.
Figure 5 shows the distribution of the error estimates. Our
predictions are correct to within roughly 30 minutes in most
cases. We notice, however, that our extrapolation errors are
biased towards negative. We find that this is because snapshots
slightly speed up over time, so we typically overestimate the
next snapshot time of an article. We will correct for this in
Section 5.4, when we produce a conservative estimate of our
attack’s success in poisoning Wikipedia snapshots.

5.3 Estimating Revision Speed
Now that we have measured how accurately we can predict
when a future snapshot will happen, we turn our attention
to measuring the size of the opportunity window to make a
malicious edit before it is reverted.

We remark that while the most accurate methodology
would be to inject malicious edits and measure the distri-
bution of reversion times, we believe this would be unethical.
Instead, we take an entirely passive—albeit less accurate—
approach as discussed in Section 5.6.

To measure the speed of revisions, we construct a dataset
of all edits made to Wikipedia from January 2021 to June
2022 (for a total of 18 months), and classify every edit as
either an addition or as a reversion if they contain one of a
fixed set of strings9 which are frequently used in reversion
comments. We then conservatively assume that the edit being

9This set of strings is produced by manual analysis of a sample of com-
ments from each Wikipedia; details are given in Appendix B.1.
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Figure 6: A CDF of revision times for English Wikipedia.
Roughly 35% of revisions take more than 30 minutes.

reverted was the immediately preceding edit, and so measure
the reversion time as the elapsed interval between these two
edits.10 Figure 6 plots this distribution. When we combine
the roughly 30 minutes of error in predicting future snapshot
times (c.f. Figure 5), with another roughly 30 minutes for
the average uncertainty in our estimate of the true snapshot
time (c.f. Figure 4), we can conservatively estimate that the
attacker can time their edit so as to be within one hour, on
average, of the true snapshot time. Approximately 32% of
reversions take more than an to be reverted and so the attack
is likely to succeed often. In the next section, we refine this
estimate to determine more precisely how many articles we
could have poisoned.

5.4 Putting It All Together
Using our predictions of relative article snapshot times, our
interval bound on the true snapshot time, and the distribution
of reversion times, we can now (conservatively) determine
what fraction of Wikipedia an adversary could have poisoned.
There are two potential “failure cases” where a malicious edit
may not make it into the checkpoint:

• the malicious edit is applied too late: the article was
already snapshot, or

• the malicious edit is applied too early: the edit gets re-
verted before the article is snapshot.

This induces a tradeoff: the attacker wants to make edits early
enough to ensure they do not miss the snapshot time, but late
enough to maximize the chance of frontrunning editors.

We therefore compute the optimal time to apply a malicious
edit as follows. Recall that we use [t low

i , thigh
i ] to represent the

tightest interval around the true (but unknown) snapshot time

10This under-reports the edit time because if the vandalism was from an
earlier edit, we would incorrectly use the later edit’s time instead.

ti of the i-th article, and t̂i is the predicted snapshot time.
To balance the two failure modes above, and to account for
the bias in our predictions (see Section 5.2.4), we introduce
an “adjustment” variable a so that the adversary adds their
malicious edits at time t̂i +a instead of exactly at time t̂i.

Then the fraction of malicious Wikipedia edits that will
make it into the snapshot, when they are made at time t̂i +a,
can be lower-bounded as:

A(a) =
1
|D| ∑i∈D

(1−

Edit applied too early︷ ︸︸ ︷
prev(t̂i +a; thigh

i )) ·(1−1[t̂i +a > t low
i ]︸ ︷︷ ︸

Edit applied too late

) ,

where 1[t̂i+a> t low
i ] is the indicator function that is one if the

edit is applied after the checkpoint (here we conservatively
use our lower bound t low

i on the true checkpoint time), and
prev(t̂i + a; thigh

i ) is the probability that the edit is reverted
before the checkpoint (here we conservatively use the upper
bound thigh

i on the true checkpoint time).
We compute this sum using our results from Section 5.2 and

Section 5.3. By taking the maximum over a sweep of potential
a values, we obtain maxa A(a) = 0.065. That is, according to
our conservative analysis, we can poison 6.5% of Wikipedia
documents absent any other defensive measures.

In reality, of course, there are a number of factors beyond
our analysis that would likely prevent us from reaching this
fraction, such as rate limiting of edits or IP bans. We also
“cheat” in choosing the optimal value of the adjustment value
a, but we do not consider this a major limitation—it is likely
that an adversary could use more historical data to produce
better estimates t̂i as well as good estimates of a. However,
our analysis is also pessimistic in that we assume we only try
once to poison any given article. An adversary may attempt a
more targeted attack, as we discuss in Appendix B.2, where
they retry edits on targeted articles, to force editors to revert
multiple times and increase the likelihood of the edit making
it into the dump. Ultimately, our best-effort estimate of 6.5%
of poisoning success is orders-of-magnitude higher than what
is required in prior poisoning attacks [15]. We thus argue
that a successful frontrunning poisoning attack on Wikipedia
snapshots is practical, and that finding ways to mitigate such
attacks is a worthwhile research direction.

5.5 Multilingual Wikipedia

Wikipedia is also frequently used for non-English language
modeling. For example, the multilingual version of BERT is
trained entirely on the top 104 Wikipedia languages.11. Mul-
tilingual datasets often rely more heavily on Wikipedia than
English datasets. Thus, poisoning Wikipedia is even more
harmful for non-English language modeling tasks. To measure

11See https://github.com/google-research/bert/blob/master/
multilingual.md#list-of-languages.
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Figure 7: Multilingual Wikipedia may be more vulnerable
to frontrunning poisoning attacks. We compute poisoning
rates for 36 of the 40 languages languages contained in Wiki-
40B [25] by reusing our attack from Sections 5.2 to 5.4.

this vulnerability, we investigate the Wiki-40B dataset [25]
which is frequently used to train large multilingual models.

We repeat our analysis from the previous section on 35
of the 39 non-English languages contained in Wiki-40B by
identifying which strings often represent a reversion in these
languages.12 Again our analysis here is loose: we identify
only a subset of (often automated) reversions; however for
the same reason as above we believe this represents a lower
bound of the mean reversion time.

We find that 22 (63%) of the non-English Wikipedias were
easier to poison than the English Wikipedia, as shown in Fig-
ure 7. Feasible poisoning rates range from 0.95% to as much
as 25.3%, with a median value of 8.2%. In general, the in-
crease in vulnerability comes from multilingual Wikipedias
having more predictable checkpoints, for two reasons. First,
because these Wikipedias are smaller, the entire checkpoint-
ing procedure is shorter, reducing the amount of variance in
checkpoint time between different pages. Second, because
the Wikipedias change less between successive checkpoints,
the speed of checkpointing is more stable, improving our pre-
dictions. This may be why some of the larger Wikipedias,
such as Spanish, Danish, and Italian, have comparable poison-
ing rates to English Wikipedia. However, our interval-based
measurement is also more conservative for languages with
slower edits, as the intervals will be larger, giving very small
lower bounds for some small Wikipedias, such as Slovak and
Slovenian.

We reiterate that such large poisoning rates are unlikely
to ever happen, due to IP bans or rate limiting. The most
important takeaways from our analysis here are that 1) mul-
tilingual Wikipedias are vulnerable to poisoning, and often
more vulnerable than English Wikipedia, and 2) multilingual
datasets tend to rely more on Wikipedia than English datasets
do, compounding this risk.

5.6 Ethical Considerations
Our actions here are entirely passive. We make no edits to
Wikipedia and, aside from downloading datasets from the of-

12We were unable to access the German, Chinese, and Czech checkpoints
for the checkpoint times we studied, and Tagalog did not have enough data
to reliably analyze.

ficial sources, never interact with Wikipedia. While this leads
to limitations in our analysis, we believe this is the correct
way to run such a study to avoid harming the Wikipedia ed-
itor community. We disclosed our attack analysis (and later
defense recommendations) to researchers at Wikimedia who
acknowledged the vulnerability before release of this paper.

6 Defenses

In order to address the attacks that we identified, we pro-
pose an integrity-based defense for split-view poisoning and
a timing-based defense for frontrunning poisoning. We also
discuss potential directions to address poisoning more gener-
ally. We shared these defenses with curators, maintainers, and
downloaders as part of our responsible disclosure and report
on the status of their implementation of defenses.

6.1 Existing Trust Assumptions
Per our threat model (Section 3), our proposed defenses as-
sume that all maintainers, curators, and downloaders are
trusted and behave honestly. This means that maintainers
provide the same distributed dataset index{(urli,ci)}N

i=1 to
any client and that the index itself has not been poisoned
(e.g., due to insider risk or compromise). Downloaders for
distributed datasets honestly access all urli and compute any
integrity checks that we add via our defenses. Curators pro-
vide the same centralized dataset D to all clients, with curators
controlling the time ti at which any element urli is snapshot.
These assumptions mirror the existing trust that clients place
in maintainers, curators, and downloaders and thus represent
the quickest, short-term path to enacting defenses. We dis-
cuss limitations of these trust assumptions and more robust
solutions with fewer trust assumptions in Section 6.5.

6.2 Preventing Split-View Poisoning
While the simplest defense to split-view poisonings attack
would be to convert the distributed dataset {(urli,ci)}N

i=1 into
a centralized dataset (e.g., as in YFCC100M [71]), this is
presently unrealistic due to the monetary, privacy, and legal
challenges laid out in Section 3. Instead, maintainers—or
another trusted third-party—can prevent split-view attacks by
attaching a cryptographic hash hi = H(xi) of the raw data xi
obtained from urli at time ti prior to any attack. A downloader
would then check whether H(x′i) = hi, where x′i is the content
of urli at time t ′i . The downloader discards any data where the
client and maintainer receive distinct content. Here, H should
be a cryptographic hash function such as SHA-256.

Implementation & Responsible Disclosure. Enacting this
defense requires a number of ecosystem changes. Currently,
only PubFig and FaceScrub include cryptographic hashes as
part of their distributed dataset (see Table 1). And because
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these two datasets do not provide an official downloader,
the community has relied on a number of third-party down-
loader scripts that for the most part do not actually verify these
hashes.13 Fortunately, for larger datasets the img2dataset [5]
tool has become the canonical downloader used in 75% of
requests to our domains.

As part of our responsible disclosure, we reached out
to every maintainer (see Table 1), suggesting the addition
of SHA-256 hashes as part of the dataset index. At the
time of writing, CC3M, CC12M, LAION-2B-en, LAION-
2b-multi, LAION-1B-nolang, and LAION-400M now release
their dataset with SHA-256 hashes of the image contents.
We additionally implemented an option in img2dataset
to verify SHA-256 image hashes upon download, thus
preventing our attack for anyone using this tool, and pro-
vide our own backup of hashes in a Google Cloud Bucket
at gs://gresearch/distributed-dataset-hashes/ for
the datasets where we have (near-)original data.

Limitations. Integrity checks are viable if most benign con-
tent remains static. If content is altered in any way (e.g.,
by re-encoding, cropping, re-sizing, or uploading a higher-
resolution image) the original hashes will no longer match.
This can significantly degrade the utility of a dataset: for exam-
ple, we obtain the original raw data from the first Conceptual
Captions 3M dataset downloaded in 2018 and compare this
to our most recent download of these same images in 2023.
Of the 3.3 million original images, 2.9 million images are
still hosted online, but just 1.1 million of these images have
hashes that match the original—the other 1.8 million images
have changed since the initial dataset construction.

This suggests that our defense, while providing perfect pro-
tection against split-view poisoning attacks, has the potential
to significantly degrade utility. In Appendix C, we perform
a case-study analysis on the PubFig and FaceScrub datasets,
showing that modified but useful content makes up a signif-
icant fraction of the images with invalid hashes. Switching
to a perceptual hash function (which aims for invariance to
small image changes) would lead to higher utility, but would
not meaningfully prevent our poisoning attacks because an
attacker could upload poisoned images that were adversarially
modified to fool the perceptual hash [26,29,68]. This suggests
qualitatively new defense ideas will be necessary to defend
against our attacks without a high utility cost.

6.3 Preventing Frontrunning Poisoning
Our frontrunning poisoning attack relies on the fact that an ad-
versary only needs sustained control of data for a few minutes
to succeed. To defend against this attack, it suffices to increase

13We examine the 6 most popular downloader scripts for each dataset
(gathered by searching for “[pubfig|facescrub] dataset download
github”), and find that only one script per dataset implements hash ver-
ification. The one for FaceScrubchecks hashes by default, while the one for
PubFig requires users to run a separate verification script.

the duration d = ti− t̂i that an attacker must retain control over
urli for it to be included in the snapshot at time ti, where t̂i in-
dicates the time an attacker first modifies the URL’s contents.
If a curator can detect malicious modifications within time ∆,
then increasing d > ∆ effectively thwarts the attack. This can
be achieved in one of two ways: (1) curators can randomize
the snapshot order of the urli and extend the time required
to snapshot the complete corpus; or (2) curators could freeze
edits to the content of urli at time ti, wait for a period T > ∆

for edits to go through review, and then finally release the
snapshot at time ti +T .

Implementation & Responsible Disclosure. For our first
approach, Wikipedia could randomize its snapshot order of ar-
ticles instead of its current sequential method based on article
IDs. This thwarts an adversary’s ability to predict precisely
when an article will be selected for snapshotting, requiring
they sustain control of articles for the entirety of the snapshot
time, tn− t0, to ensure success. For the English Wikipedia, the
current average review time to detect vandalism ∆ is 2.5 hours
(Figure 6). Increasing the snapshot time beyond ∆ would pro-
tect 1 - ∆/(tn− t0) articles from random, malicious modifi-
cation, or 89.5% of articles if snapshotting was uniformly
randomized over 24 hours. This assumes an attacker is unable
to use Sybil accounts to automatically reintroduce malicious
edits after their first detection and reversion. If this assumption
is invalid, this protection will be weaker in practice.

For our second approach which is more comprehensive,
Wikipedia could create an initial snapshot of an an article,
hold it for a period T > ∆, and then back-apply (“cherry-
pick”) modifications or reversions from trusted moderators
that occur within time T before finalizing the snapshot. (Sub-
sequent edits must be accepted from trusted moderators so as
to avoid selective deletion or reversion by attackers.) Even a
reasonable grace period of one day could have a significant
impact on the number of malicious edits that will be caught.
For example, on the English Wikipedia (Figure 6), increasing
from a 5 minute to a 1 day window would increase the rever-
sion rate from 50% to 90%, reducing vandalism by a factor
of 5.

As part of our responsible disclosure, we notified Wikipedia
of these attacks and our proposed defenses.

Limitations. In practice, these defenses make it more difficult
for an attacker to operationalize frontrunning, but cannot pre-
vent it entirely as ∆ is not uniform across articles. For example,
attackers might target less active articles, or languages with
fewer moderators, in order to increase their frontrunning suc-
cess rate. Furthermore, our defenses hinge on the existence of
a trusted curator who can detect malicious edits—something
that may be difficult if an attacker intentionally introduces
imperceptible changes over time that impact only machine
understanding, but appear valid to human review. Overcoming
these risks—which exist for any “living” dataset—requires
much more sophisticated solutions, which we explore next.
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6.4 Preventing Poisoning in General
Preventing poisoning attacks on more general web-scale
datasets such as Common Crawl (a peta-byte sized dataset of
web crawls) is more complex. No trusted “golden” snapshot
exists here as we had for split-view poisoning. Nor is there a
trusted curator who can detect malicious edits. Equally prob-
lematic, updates to a web page have no realistic bound on
the delta between versions which might act as a signal for
attaching trust. Ultimately, any notion of which domains to
trust is ad-hoc at best.

Client could thus rely on consensus-based approaches (e.g.,
only trusting an image-caption pair if it appears on many
different websites). An attacker would then have to poison
a sufficiently larger number of similar websites to ensure
success, which mirrors the same consensus challenges present
in distributed systems like blockchains [45]. However, any
solution in this space requires downstream knowledge of how
URL content is consumed, vectorized, and deconflicted during
training. We leave application-specific solutions to general
poisoning to future work.

6.5 Transparency to Improve Trust
Web-scale datasets today hinge on implicit trust. Clients trust
maintainers to distribute identical and accurate auxiliary data
ci, which may in fact be malicious due to a compromised
maintainer. Clients trust curators to enact effective moderation
to detect malicious edits to xi. Clients trust downloaders to
accurately retrieve urli. And finally, clients trust websites
to deliver the same xi for every urli, even though attackers
have countless mechanisms to subvert xi—going beyond just
purchasing expired domains or frontrunning snapshots.

We believe improving the safety of web-scale datasets re-
quires introducing transparency into the ecosystem. Data
transparency around the set of {(urli,ci,hi)} distributed to
clients—akin to certificate transparency [37]—can prevent
transient failures or a compromised maintainer from distribut-
ing different datasets to different clients and to assist in the
detection and removal of inaccurate ci or expired urli over
time. Curators could engage in a similar process to ensure all
clients receive an identical corpus D . While many download-
ers are already open source, binary transparency would bolster
protection to prevent selective inclusion of malicious mod-
ules [1]. Such transparency would prepare the ecosystem for a
future where multiple maintainers and curators continuously
update web-scale datasets, rather than the current reliance on
centralized entities and static datasets.

7 Conclusion

Our paper demonstrates that web-scale datasets are vulnera-
ble to low-cost and extremely practical poisoning attacks that
could be carried out today. This is true even when attackers

can target only a fraction of curated datasets, where corrupting
0.01% of examples is sufficient to poison a model. Those who
publish and maintain datasets should consider the defenses
we introduced—including integrity checks and randomized
or time-gated snapshots—or alternate, application-specific de-
fenses. In light of our findings, we argue that machine learning
researchers must reassess the trust assumptions they place in
web-scale data and begin exploring solutions that do not as-
sume a single root of trust. Our findings also expose a variety
of future directions for attack research: threat models where
attackers can edit only raw content but not auxiliary data such
as labels; assessing the practical costs of proposed attacks;
and assessing the efficacy of more permissive, but potentially
vulnerable near-duplicate integrity checks. As such, our work
is only a starting point for the community to develop a better
understanding of the risks involved in generating models from
web-scale data.
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Figure 8: An unfiltered (without any precision or recall re-
quirement) view of accesses to our server for URLs contained
in Conceptual 12M. Compare to Figure 2 for the filtered view.

B Further Discussion for Text Datasets

In this section, we further discuss vulnerabilities present in
text datasets, focusing first on targeted poisoning attacks on
Wikipedia, and then on the Common Crawl dataset.

B.1 Annotating Reversions
In each language, we produce a list of words which are com-
monly used to denote reversions. The specific words used
are emergent from each language’s Wikipedia contributor
community, so there is no concrete list. However, in each
language, their are automated reversion tools and manual re-
versions which are tagged with the English word “reversion”
or simply the abbreviation “rv”. These form a starting point
for our manual analysis: we identify words which roughly
translate to “revert”, “undo”, or similar, which also appear in
a sample of reversion comments we identify as automated
reversions or manual reversions. We then sample comments
with each of these newly identified words to verify that they
capture new instances of reversions (that is, they are used to
uniquely tag reversions in the language’s Wikipedia), and do
not produce too many false positives.

Overall, we don’t expect this list to be perfect for any given
language, as no author of this paper is an active contributor to
any language’s Wikipedia. However, we do believe our analy-
sis is sufficient to validate the two trends we notice: frontrun-
ning attacks are still possible on non-English Wikipedias, and
attacks may be more powerful on non-English Wikipedias.

B.2 Cascading Effects of Frontrunning
Our attack enables an adversary to poison any Wikipedia
snapshot. An adversary can use frontrunning to harm down-
stream datasets that depend directly on these snapshots, as
well. Rather than arbitrarily modifying large fractions of
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Wikipedia, these can be achieved with very targeted fron-
trunning poisoning.

Knowledge base extraction databases are heavily relied
upon for analytics (e.g., asking queries like “which politicians
were gang members?”) and machine learning (e.g., for train-
ing and evaluating question-answering models). One of the
largest databases for it is DBPedia [2,42]. Since this database
is created using the monthly snapshots, they are, for all intents
and purposes, a filtered view of Wikipedia. This enables ad-
versaries to directly leverage our frontrunning attack to poison
these databases as well in a more targeted manner.

As an example in analytics, a user may issue a query such as
“which politicians were gang members?” A targeted poisoning
attack could force individuals to be falsely included in such a
list, with a small edit via a frontrunning attack. More broadly,
such attacks could be designed to harm specific individuals
or reduce the reliability of certain aggregate statistics.

Similarly, in question-answering tasks for machine learn-
ing, some datasets, like LC-Quad [22, 73], store data as
question-query pairs. The adversary can also target these
dataset by compromising the query with frontrunning (as
above). Because Wikipedia snapshots are infrequent, and
downstream systems like these knowledge bases may up-
date their endpoints even more infrequently [2], these at-
tacks can remain effective for multiple months. Another com-
mon approach is to store data directly as question-answer
pairs [9, 12, 62, 70, 82]. This mitigates our attack above, as-
suming the specific checkpoint used to originally generate the
dataset was not compromised. However, this only prevents
poisoning of a model trained on these downstream tasks—a
model trained on a poisoned Wikipedia snapshot and fine
tuned on the downstream task will still be vulnerable. Finally,
we remark that the impacts of these attacks may be exacer-
bated on multilingual data as we discussed in Section 5.1.

B.3 Common Crawl
Common Crawl is a petabyte-scale corpus of web crawl data
that is repeatedly captured on a roughly monthly basis. Each
archive is a complete re-crawl of the internet that records
the full activity, including all requests of the crawler and the
host responses—with both HTTP headers and content. As
such, each archive contains a static snapshot of all crawled
pages at the time of visit. This may include new page content
not seen during a previous crawl, and may exclude content
that has become stale since the previous crawl. For exam-
ple, data crawled during September 24 through October 8,
2022 contains 3.15 billion web pages with 380 TiB of un-
compressed content from 34 million registered domains—1.3
billion URLs were not visited in any of the prior crawls.14

The Common Crawl dataset is vulnerable to an attack
which is similar to both our frontrunning and split-view poi-

14https://commoncrawl.org/2022/10/
sep-oct-2022-crawl-archive-now-available/

Figure 9: Top 5 domains by status count

soning attacks. The adversary can purchase an expired domain
which was previously contained in the Common Crawl, and
it will be re-crawled with the adversary’s choice of content,
which will then appear in subsequent Common Crawl snap-
shots. Notice that, differently from the snapshot-poisoning
attack on Wikipedia, there is no content moderation here
and so the adversary simply needs to continue to control the
domain to poison all future Common Crawl snapshots. Buy-
ing recently-expired domains that existed in previous Com-
mon Crawl snapshots allows a stronger form of attack where
the attack can inject entirely new links into the crawl. This
can be accomplished by adding links or subdomains to poi-
soned domains, and allowing the crawler to discover the new
poisoned domains. Thus, an adversary may inject arbitrarily
many pages into the Common Crawl dataset, not only from
the originally expired subset. We do not implement this attack
following our ethics statements outlined earlier.

Since Common Crawl WARC files have been hosted by
Amazon on a AWS Athena (serverless service)15, domain
reconnaissance work to analyze URLs is inexpensive. Scan-
ning through 10 years of Common Crawl data to analyze
domains from popular TLDs and high number of Common
Crawl entries cost us USD$ 0.84. While additional analysis
might somewhat increase this cost, it remains an inexpensive
way to search for vulnerable domains. Buying recently ex-
pired domains, or domains that have a dangling DNS record
with an active IP address is preferred, as domains that failed
to return a 200-OK status in consecutive crawls seem to be
moved to a lower priority. For example, among expired do-
mains we purchased, just one domain accounts for more than
90% of all status codes among the purchased domains, while
other domains we purchased as early as 12/20/2020 have seen
relatively less scraping traffic across a 3 year period.16

Because Common Crawl is enormous and uncurated (to
accurately reflect the content of the internet) poisoning all of
Common Crawl is impractical due to size. Additionally, it is

15https://commoncrawl.org/2018/03/
index-to-warc-files-and-urls-in-columnar-format/

16The domains used in this study responded with a 404 HTTP status
to explicitly prevent scraping of content, potentially affecting analysis of
domain re-emergence. That is, domains that previously returned a 404 now
return a 200.
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Figure 10: affraz.com status counts over time

Figure 11: Aggregate status counts for all purchased domains

not always apparent how consumers of this data are process-
ing it for downstream machine learning tasks. However, there
exist many derivative datasets which are constructed by cu-
rating a relevant subset of the Common Crawl. This includes
the LAION-5B image dataset [57], the text dataset known
as the Pile [23], the multilingual text dataset CC-100 [78],
and the CCMatrix dataset [61], a translation dataset of pairs
of translated sentences. Such curation actually amplifies the
power of an attack: an attack which adds 1MB of text to the
Common Crawl would be poisoning a 2.5 ·10−9 fraction of
the Common Crawl, but if this text bypasses the curation done
for the CC-100 dataset, it could instead poison a 1.2 · 10−5

fraction of the English corpus, or even a full 9.1% of the
Oromo corpus.

C Limitations of Integrity Check Defenses

In Section 6.2, we outlined a natural defense against split-
view poisoning that adds integrity checks to the dataset index.
Specifically, upon collecting the dataset the maintainer com-
putes a cryptographic hash of each image, and adds this hash
to the index. Upon downloading a copy of the dataset, the
client downloader then discards images for which the hash
no longer matches. Unfortunately, this defense has a severe

(a) (b)

(c) (d)

Figure 12: What happens in practice when the image no
longer matches the original hash? We show 4 examples from
the PubFig dataset. In Figure 12a, the image is replaced by a
placeholder. In Figure 12b, a watermark partially covers the
face, making that image slightly less useful for training. In
Figure 12c, the image was resized and thus the original bound-
ing box contained in the dataset index no longer matches the
face. As opposed to the previous three images, Figure 12d is
perfectly suitable for training: the watermark is outside the
facial bounding box.

impact on utility. As we saw in Section 6.2, implementing
this defense for the Conceptual Captions 3M dataset would re-
sult in discarding roughly 55% of the entire dataset—mainly
because of small yet benign image changes such as re-sizing.

Here, we perform a more in-depth analysis of the impact
of cryptographic integrity protections on other datasets.

C.1 Modified Images in the Wild: A Case
Study on the PubFig Dataset

PubFig [34] is a 2010 dataset that indexes close to 60,000
images of 200 different celebrities hosted across a variety of
domains. PubFig is one of the oldest example of a distributed
dataset. Thus, it is likely that many of the URLs in its index are
no longer live (a phenomenon we refer to as “link rot”), and
that many of the remaining URLs would point to images that
have been slightly modified over time. Small image modifica-
tions make integrity check defenses problematic because they
discard many perfectly useful training images. In Figure 12,
we show four different ways in which original images have
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Download Invalid
Dataset # Images Success failure image

pubfig 58795 35.2% 54.7% 10.2%
facescrub 106863 48.5% 44.5% 7.0%

Table 2: Link rot in old image datasets, downloaded using img2dataset [5]. In older datasets, the proportion of images that are
no longer available online is high.

Accuracy on Accuracy on Accuracy on Accuracy on
Dataset Downloaded Modified modified, no crop modified, crop original, no crop original, crop

pubfig 20668 52.4% 59.7% 55.2% 96.0% 98.2%
facescrub 51847 29.4% 93.3% 91.6% 97.7% 99.1%

Table 3: Quantifying changes on successfully downloaded images. Modified images are those that have a different hash than the
original image. We measure the accuracy as the proportion of modified images that have a CLIP embedding close to any of the
possible labels, approximating the question "Is there a recognizable face in the image?". The difference between cropped and
uncropped images is largely due to the resized images making the crop not capture the face of the person, as in Figure 12c.

been modified in PubFig. While we find examples of true-
positives, where images were indeed modified significantly,
there are also many cases of images that were subjected to
minor changes such as the addition of a watermark.

Many image datasets provide bounding boxes for a relevant
part of the image. This is also the case for PubFig: the dataset
index contains the coordinates of a bounding box for the
person’s face. If these bounding boxes are not re-computed
by the client, any image resizing, such as in Figure 12c, can
render the cropped image useless for training.

C.2 Link Rot Statistics
Integrity checks based on cryptographic hashing reduces the
amount of data available in some datasets by a large amount.
We download the PubFig and FaceScrub datasets and compute
the prevalence of “link rot”, where the URL listed in the
dataset index no longer resolves or returns a non-valid image.

In addition to dead links, we find that many successfully
downloaded images have been modified. We show aggregate
statistics in Table 3. In the PubFig dataset, over 50% of the
surviving images have a hash mismatch. However, many of
those images are modified in harmless ways. To show this,
we take a pre-trained face embedding model and fine-tune
a classifier for the PubFig classes using only images with a
correct hash. We then evaluate this classifier on the down-
loaded images with an incorrect hash, and find that we only
achieve 46.8% accuracy. Thus, many of these images were
modified in ways that obfuscate the identity of the person.
For FaceScrub, we find that fewer images have been modified.
About 70% of successfully downloaded images still match the
original hash. Of the images that were modified, we can still
classify 88.2% correctly, which indicates that most of these
changes are benign as illustrated in Figure 12b or Figure 12d.

For PubFig, we further investigate how frequently an image

change corresponds to a benign resizing, which nevertheless
renders the original bounding box obsolete (as in Figure 12c).
For this, we compare the CLIP (ViT-B-32-quickgelu from
[28]) embeddings of the full image to the names of the 200
public figures in the dataset, with a threshold cosine similarity
of 0.21. We find that 59.4% of images with incorrect hashes
are not close to any of the labels in CLIP space. Compar-
ing with Table 3, this corresponds to around 4% of incorrect
hashes being a result of modifications similar to Figure 12c.

Perceptual hashing or similar methods might alleviate this
problem, because images are often modified in trivial ways.
For example, as mentioned in Table 1, COYO-700M images
are distributed with pHash [32] which is robust to benign
image changes. However, perceptual hashes do not have the
same worst-case integrity guarantees as cryptographic hashes
[29]. There have been high-profile controversies due to the
mistaken use of perceptual hashing as a preimage resistant
algorithm [68]. It is widely believed that preimage attacks on
SHA-256 are impractical, while there is no known perceptual
hash function which has similar security guarantees.

D LAION Attack Details

Both attack methods in Section 4.5 poison a CLIP model so
as to bring the embeddings of some fixed images close to
the embeddings of target textual labels. The key technical
constraint in our experiment is that all attacks need to be
done in parallel to minimize costs, as retraining CLIP is quite
expensive.

Object-misclassification objective. The ImageNet dataset
[20] contains 1000 classes of images. The CLIP zero-shot
classifier on ImageNet returns the class label whose text em-
bedding has maximum cosine similarity to the image em-
bedding in CLIP latent space, across all ImageNet classes.
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The goal of our poisoning attack is for the CLIP zero-shot
classifier to classify a particular image to a target incorrect
label.

We pick 10 classes as target labels for poisoning, such that
captions containing the label appear at least 1000 times in the
captions linked to cheap buyable domains; see Table 1. We
do the following for each chosen label, e.g. apple: choose a
set Sapple of 1000 caption-image pairs from buyable domains
such that apple appears in the captions. We also enforce that
the total cost of domains spanning Sclass for all chosen classes
is at most $1,000 USD. Then, we pick a single unrelated
image I—that wouldn’t ordinarily be classified as apple—and
locally replace 1000 images from Sapple with image I. Thus
for each of the 10 classes, we poison 1000 images, or only
0.000025% of the data.

NSFW objective. The goal of this attack is to make the
NSFW filter that comes with the Stable Diffusion 1.4 model
in the Hugging Face diffusers library [75] mislabel a given
benign image as NSFW. The classifier is a cosine similarity
threshold function in CLIP latent space, comparing an image
embedding to a list of textual NSFW concepts [54].

We choose 10 benign images, and do the following for
each image I: choose 1000 caption-image pairs from buyable
domains such that the captions are labeled UNSAFE in the
LAION 400M metadata, and locally replace each of the corre-
sponding 1000 images with I. Again we choose images from
domains that cost less than $1,000 USD in total.

The experiment. For both attacks (and all chosen images)
simultaneously, we train an OpenCLIP [28] model on the the
LAION 400M dataset with the described modifications. We
train a ViT-B-32 CLIP model for 32 epochs, at a batch size of
3072 on 16 A100 GPUs. The object-misclassification attack
works for 60% of the targets: the chosen image gets classified
as the target label by a zero-shot CLIP classifier. The NSFW
attack works for 90% of targeted images.

E Landing Page for Purchased Domains

The following text was placed on the landing page for each
of the domains we purchased.

This domain is part of a research study. This domain name
was purchased as part of a research project studying to
what extent machine learning datasets change over time.
This domain name was included in one of these datasets
and hosted images that were part of this dataset, but the
previous owner let the domain name expire. We bought this
domain in August 2022 to measure the number of people
who query from these expired domains.

We bought a number of domains that were included in
many different datasets. All of these domains will return a
404 error for any requests except for the home page. You
should not need to take any additional steps to ensure your
datasets are unaffected by our study: if we had not bought
this domain the URL would have been NXDOMAIN and
you would have not received any content.

We may temporarily log metadata for requests sent to this
server to measure the prevalence of scraping this domain.
Any data we have logged will be deleted upon completion
of our study. If you would prefer not to participate in this
study, please contact us via the email address below and we
will delete any data you may have contributed to our study.
We would really appreciate it if you let us use your data; we
think this will be a valuable study.

If you have any questions about this study you can contact
dataset-expired-domain-study@googlegroups.com for
additional information.

This used to be my domain. Can I have it back? If you are
the original owner of this domain, we would be happy to
return it to you at your request to the above email address.
We will let this domain expire when we have finished our
research study.

Will this cause problems with my downloaded dataset?
As we say above, if you are scraping this dataset, you
should not need to take any steps to specifically avoid
this domain (or any other we have purchased). We
have tested that the 404 response we send will cause all
standard image downloading tools to skip the image entirely.

Will your study be published? We will publish our study
upon its completion. We expect this to occur within the next
several months. Please contact us if you would like a copy
of this study.

I have another question not mentioned. Please contact us at
dataset-expired-domain-study@googlegroups.com for addi-
tional information.
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